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Abstract.  Use case models are used in object-oriented analysis for capturing 
and describing the functional requirements of a system. Attributes of a use case 
model  may  therefore  serve  as  measures  of  the  size  and  complexity  of  the 
functionality of a system. Many organizations use a system's use case model in 
the estimation process. 

This paper reports the results from a study conducted to evaluate a method for 
estimating software development effort based on use cases, the use case points  
method, by comparing it with expert1 estimates. A system was described by a 
brief problem statement and a detailed use case model.  The use case points 
method  gave  an  estimate  that  was  closer  to  the  actual  effort  spent  on 
implementing  the  system  than  most  estimates  made  by  37  experienced 
professional software developers divided into 11 groups (MRE of 0.21 versus 
MMRE of 0.37). 

The results support existing claims that the use case points method may be 
used successfully in estimating software development effort.  They also show 
that the combination of expert estimates and method based estimates may be 
particularly  beneficial  when the estimators  lack specific experience with the 
application domain and the technology to be used. 

Keywords. Use Cases, Estimation

1 Introduction

Use  case  modelling  is  a  popular  and  widely  used  technique  for  capturing  and 
describing the functional requirements of a software system. A use case model has 
two parts, the use case diagram and the use case descriptions. The diagram provides 
an  overview  of  actors  and  use  cases.  The  use  case  descriptions  detail  the 

1  The term expert is used in this paper to denote experienced estimators. 
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requirements.  An actor  represents  a role that  the user can play with regard to the 
system, and a use case represents an interaction between an actor and the system. 

The use case points method is a method for estimating software development effort 
based  on  use  cases.  This  method  has  shown  large  potential  in  two  case  studies 
reported  in  [3,12],  but  apart  from these  two  studies,  the  method  has  not,  to  the 
author’s knowledge, been subject to evaluation.

In the case study reported in [3], the use case points method was compared with 
expert  estimates and actual  effort  for  three industrial  development projects.  These 
projects lasted from 3 to 7 months with a total effort of 3000 to 4000 person hours. 
The systems constructed were for e-commerce and call-centres within banking and 
finance. The use case points method gave estimates that were almost as close to actual 
effort as the estimates produced by very experienced software developers with good 
knowledge of the application domains and the technology to be used. The use case 
based estimates were  between 4.5% and 30% lower than the actual  effort  for  the 
projects. 

A modified version of the use case points method produced very precise estimates 
for two industrial development projects with a total effort of 10000 and 14000 person 
hours, respectively [12]. The first system was an internet application for a bank aimed 
at  facilitating  communication  with  customers.  The  other  system  was  a  real-time 
application that was part of a large commercial solution.

Those case studies motivated a new study, described in this paper, to investigate 
how the use case points method perform compared with experts, that is experienced 
software developers and estimators, with less experience with the application domain 
and the technology to be used

The overall motivation is that many organizations use a system's use case model in 
the  estimation  process.  However,  to  the  knowledge  of  the  author,  there  are  no 
standards for use case based estimation. In [15] it is recommended that method based 
estimates should be used to improve expert estimates, the results in [5] show that it is 
sensible to combine methods and human judgement. 

This study was conducted as part of three courses on use case modelling in a large 
international IT company. Two of the courses were held in Denmark, one in Norway. 
The participants  were very experienced software developers and project  managers 
from Denmark, Norway and Sweden. All together there were 37 participants in the 
three courses, divided into a total of 11 groups. The groups were asked to estimate 
effort necessary for implementing a software system. A brief problem statement and a 
detailed use case model described the system. The participants had read through the 
problem statement and had worked on the use case model for almost one day before 
estimating the effort. The use case points method was also used to estimate the same 
software  system.  The  estimates  were  compared  with  the  actual  effort  used  to 
implement the system.

The estimation method gave an estimate with Magnitude of Relative Error (MRE) 
equal to 0.21 which was closer to the actual effort for the project than most of the 
estimates suggested by the groups of professional developers. The Mean Magnitude 
of Relative Error (MMRE) for the estimates made by the groups of experts was 0.37.

The results  from this  study  therefore  support  existing  claims that  the  use  case 
points method may be used successfully in estimating software development effort. 
They also show that a combination of expert estimates and method based estimates 

2



may be more accurate than expert estimates alone, in particular when the estimators 
lack specific experience with the application domain and the technology to be used. 

The remainder of this paper is organized as follows. Section 2 describes the use 
case points method. Section 3 describes the study in details. Section 4 presents the 
results. Section 5 discusses the design of the study. Section 6 concludes and describes 
how we the work reported in this paper is continued.

2 The Use Case Points Method

The use case points method was initially developed by Gustav Karner [9]. It is based 
on the function points method [2], and the aim was to provide a simple estimation 
method adapted to object-oriented projects. This section gives a brief overview of the 
method as described in [13]. The method requires that it should be possible to count 
the  number  of  transactions  in  each use  case.  A transaction  is  an event  occurring 
between an actor and the system, the event being performed entirely or not at all.2 The 
four steps in the use case points method are as follows:

1. The actors in the use case model are categorized as simple, average or complex. A 
simple actor  represents another system with a defined API;  an average actor is 
another system interacting through a protocol such as TCP/IP; and a complex actor 
may be a person interacting through a graphical user interface or a web-page. A 
weighting factor is assigned to each actor category:

• Simple: Weighting factor 1
• Average: Weighting factor 2
• Complex: Weighting factor 3

The total unadjusted actor weight (UAW) is calculated by counting the number 
of  actors  in  each category,  multiplying each total  by its  specified weighting 
factor, and then adding the products.

2. The use cases are also categorized as simple, average or complex, depending on the 
number of transactions, including the transactions in alternative flows. Included or 
extending use  cases  are  not  considered.  A  simple  use  case  has  3  or  fewer 
transactions; an average use case has 4 to 7 transactions; and a complex use case 
has  more  than  7  transactions.  A weighting  factor  is  assigned  to  each  use  case 
category:

• Simple: Weighting factor 5
• Average: Weighting factor 10
• Complex: Weighting factor 15

The unadjusted use case weights (UUCW) is calculated by counting the number 
of use cases in each category, multiplying each category of use case with its 

2  Appendix A shows a use case from one of the development projects used in this study. The 
basic flow of events in the use case consists of 6 transactions. The use case is documented 
according  to  a  template  used  throughout  the  company.  The  template  resembles  those 
recommended in [Cockburn, 2000]. 
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weight and adding the products. The UAW is added to the UUCW to get the 
unadjusted use case points (UUPC).

3. The use case points  are adjusted based on the  values  assigned to  a  number of 
technical factors (Table 1) and environmental factors (Table 2). These factors are 
meant to account for effort that is not related to the size of the task.

Table 1. Technical complexity factors

Factor Description Wght
T1 Distributed system 2
T2 Response or throughput 

performance objectives
2

T3 End-user efficiency 1
T4 Complex internal processing1
T5 Reusable code 1
T6 Easy to install 0.5
T7 Easy to use 0.5
T8 Portable 2
T9 Easy to change 1
T10 Concurrent 1
T11 Includes Security features 1
T12 Provides access for third 

parties
1

T13 Special user training 
facilities are required

1

Table 2. Environmental factors

Factor Description Wght
F1 Familiar with Rational 

Unified Process
1.5

F2 Application experience 0.5
F3 Object-oriented 

experience
1

F4 Lead analyst capability 0.5
F5 Motivation 1
F6 Stable requirements 2
F7 Part-time workers -1
F8 Difficult programming 

language
-1

Each factor is assigned a value between 0 and 5 depending on its assumed influence 
on the project.  A rating of 0 means that the factor is irrelevant for this project; 5 
means that it is essential. 

The TechnicalComplexity Factor (TCF)  is calculated by multiplying the value of 
each factor in Table 1 by its weight and then adding all these numbers to get the sum 
called the TFactor. Finally, the following formula is applied:

TCF = 0.6 + (.01*TFactor)

The Environmental Factor (EF) is calculated accordingly by multiplying the value of 
each factor in Table 2 by its weight and adding all the products to get the sum called 
the Efactor. The formula below is applied: 

EF = 1.4+(-0.03*EFactor)

The adjusted use case points (UCP) are calculated as follows:
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UCP = UUCP*TCF*EF

4. Karner  proposed  a  factor  of  20  person  hours  per  use  case  point  for  a  project 
estimate. Schneider and Winters recommend that the environmental factors should 
determine the number of  person hours  per  use case  point  [13].  The number of 
factors in F1 through F6 that are below 3 are counted and added to the number of 
factors in F7 through F8 that are above 3. If the total is 2 or less, use 20 person 
hours per UCP; if the total is 3 or 4, use 28 person hours per UCP. If the number 
exceeds 4,  they recommend that  changes should be made to  the project  so the 
number can be adjusted. Another possibility is to increase the number of person 
hours to 36 per use case point.

A spreadsheet is used to implement the method and produce an estimate. The method 
provides an estimate in total number of person hours. 

The use case points method can be criticised from a theoretical point of view as has 
been  the  function  points  method.  The  addition  and  subsequent  multiplication  of 
ordinal values is, for example, theoretically invalid [10]. However, the function points 
method has been shown to predict effort reasonably well for many types of systems, 
and the aim of this study is to extend the empirical evaluation of the use case points 
method.

There are several other methods for use case based estimation. The methods differ 
in that size and complexity of the use cases are measured differently, and they also 
consider  different technical  and environmental  factors.  The company in which the 
study was conducted has its own method for use case based estimation. A commercial 
tool, Optimize [16,18], provides estimates when a use case model for the project is 
available. 

Two alternative methods for estimation based on use cases are described in [7,14]. 
The method described in  [7]  maps attributes  of  the  use case  model into function 
points. In [14] a certain number of lines of code is assumed for each use case, and the 
total number of lines of code is used as a basis for the estimate. A metric suite for use 
case models, which can be used for estimation, is suggested in [11], but a complete 
estimation method is not presented.

The  use  case  points  method  was  chosen  for  this  study  because  it  had  already 
showed  good  results  in  two  previous  case  studies  [3,12].  The  company  specific 
method is confidential and is therefore not described here.

3 The Study

This  section  describes  the  participants  taking  part  in  the  study,  the  context,  the 
procedure of the study and the material used. 

3.1 Participants
The study was conducted as part of three courses on use case modelling in a large 
international IT company. The course schedule was the same in all the three courses. 
The  participants  were  experienced  developers,  business  analysts  and  project 
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managers.  The author  was one of the instructors  on the last  two courses.  All  the 
participants  had  extensive  experience  of  requirements  engineering,  and  they  had 
experience  from  estimating  their  own  work.  None  were  previously  familiar  with 
estimation  based  on  use  cases,  but  some  were  familiar  with  the  function  points 
method. Table 3 gives some characteristics of the participants in the three courses.

Table 3. Description of three courses on use case modelling

Characteristic Course 1 Course 2 Course 3
No. of participants 11 14 12
Nationality of 
participants

Danish, Norwegian 
and Swedish

Danish Norwegian

No. of groups 3 4 4
Average experi-
ence with software 
development

10 years 7 years 16 years 

Experience with 
use case modelling

All had attended 
previous courses. 
Some had profes-
sional experience.

Most had attended 
previous courses. 
Some had profes-
sional experience.

Some had attended 
previous courses. 
None had profes-
sional experience.

Experience with 
similar projects

Some. Some. Mostly 
experience from 
large batch-
systems.

Few. Mostly 
experience from 
mainframe and 
maintenance.

3.2 Context
The  duration  of  the  courses  was  two  days.  The  course  schedule  consisted  of 
presentations on different aspects of use case modelling, one small assignment on the 
first day and a larger assignment on the second day. At the end of the first day, the 
participants  were  given  a  problem statement  and  a  system context  diagram for  a 
system to be constructed. They were asked to read this through to be prepared for the 
assignment. On the second day, the participants were randomly divided into groups. 
The groups worked on constructing a use case model for most of the day. At the end 
of this assignment, the groups were given a complete solution consisting of 5 actors 
and 22 use cases. They were then given a 30 minutes lecture on estimation in general 
and on how attributes of a use case model can be used as a measure of the size of the 
functionality. The use case points method was not presented in this lecture.

3.3 Procedure of the Estimation Task
Based on the use case model with 4 actors and 22 use cases that had been handed out, 
each group spent 15 minutes on estimating team size, elapsed project time in months 
and total effort in person months. Each group was asked to estimate the effort that 
they would have used themselves. 

In all the groups the members discussed among themselves to reach a result. Some 
of the estimates were activity based, that is, made by adding up the expected effort for 
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the activities in the development project more or less independently of the use cases. 
Other estimates were produced by the groups attempting variants of use case based 
estimation ranging from simply counting all the use cases and assuming one person 
months for each, to classifying the use cases into easy, medium and complex and 
suggesting a number of weeks effort for each category of use case.

All  the  groups  had  an  estimate  ready  after  15  minutes  as  they  were  used  to 
following a tight course schedule for almost two days.

3.4 Material
This section gives a brief description of the problem statement that the groups used as 
a basis for constructing a use case model, the use case model that was handed out 
before the estimation exercise, and the project that implemented the actual system. 
Since the course material was taken from an actual project, the company does not 
permit the presentation of the complete problem statement and use case model.

Problem statement
The description was as follows:
The system will be the IT part of a service for shopping through the Internet and the 
delivery of products to the customers’ homes. The service should be available through 
a call-centre or the Internet. The system will consist of an order taking facility for 
both the server and the clients. A list of functional and non-functional requirements to 
the system was included.

Examples of functional requirements:
1. Register new customer
2. Search for product 
3. Make an order

Examples of non-functional requirements: 
1. Customer details, especially credit card information, should be protected
2. The solution should be scaleable to handle potentially large increases in use
3. Product details should be kept up-to-date

The system will be implemented using Smalltalk, C++ and Java. The software will be 
supported on a UNIX machine, and orders will be stored in an Oracle database.

There  will  be  an  interface  from  the  order  taking  facility  to  a  warehouse 
management system supporting order fulfilment. There will also be an interface from 
the order taking facility to a product maintenance system and an interface to a bank to 
provide on-line credit authorisation.

Use case model
The use case model contained 4 actors, 2 primary and 2 secondary, and 22 use cases. 
Both  the  actors  and  the  use  cases  were  described  using  a  template  as  shown  in 
Appendix A. The use cases were described with much detail, and they are similar to 
the use case models in the case study reported in [3].
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Development project
The system was developed over a period of 3 months, and 8 people were involved. 
The total  effort  was therefore  approximately 24 person months.  The development 
project was similar to the projects described in [3] in terms of length, total effort, 
number of people involved and also with regards to functionality.

4 Results

This section presents the estimates produced by the groups and the use case points 
method together with actual effort for the project.

4.1 Estimates
Table 4 shows which course the participants in the study attended and the number of 
people in each group. The table also shows what each group suggested as team size, 
elapsed time and total effort for the system to be constructed. 

Some of the groups suggested a total effort in hours, days, weeks or years instead 
of months.  The basis for the formula used to convert  into person months was the 
following load: 7 hours pr. day, 5 days pr. week, 4 weeks pr. months and 11 months 
per year.

Table 4. The estimates from each group

Group information Suggestions
Course 

no.
Group 

id.
Number 
of people

Team 
size

Elapsed time 
in months

Total effort in 
person months

1 11 4 5 6 20
1 12 4 5 8 30
1 13 3 4 4 16
2 21 4 9 4 33
2 22 4 3 4 11
2 23 3 5 3 15
2 24 3 3 5 12.5
3 31 3 6 2.25 11
3 32 3 8 5 35
3 33 3 5 5 22
3 34 3 5 4.2 12.5

The author had exactly the same information about the development project as the 
groups, that is, the problem statement and the use case model, and spent approx. 10 
minutes to produce an estimate using the use case points method. The value for each 
technical factor was assessed from the description in the problem statement. Detailed 
characteristics of the actual team that developed the system were unknown, the only 
information available was that there were no particular problems in terms of skills or 
motivation. Table 5 therefore has 2 use case points estimates. The first estimate, 29 
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person months, was produced by assigning the environmental factors F1-F6 the value 
3, and the factors F7-F8 the value 2 under the assumption that the team was slightly 
better  than  average.  The  second  estimate,  31  person  months,  was  produced  by 
omitting the environmental factors from the estimate. 

Table 5 also shows actual effort for the project. The formula described in Section 
4.1 was used to convert between person hours and person months. The use case points 
method does not suggest team size or elapsed time and the actual effort in person 
hours is not available. Therefore, the three corresponding cells are empty.

Table 5. Method estimate and actual effort

Method Team 
size

Elapsed time 
in months

Effort in per-
son hours

Effort in per-
son months

Use case 
points method

4086 4370 29 31

Actual effort 8 3 24

4.2 Discussion of the Results
The results  in Tables 4 and 5 show that  both the experts and the use case points 
method produced reasonably accurate estimates based on the available information. 
On average the groups of experts estimated a total effort of 19.8 person months, and 
the mean Magnitude of Relative Error (MMRE) is 0.37. The Magnitude of Relative 
Error for the use case points estimate is 0.21 or 0.29 depending on how the values for 
the environmental factors were assigned. However, we must expect inaccuracies in 
the estimates during the requirements  phase.  Boehm states that  these inaccuracies 
range up to 60 percent or more [6]. 

The use  case  points  method produced estimates  that  were  closer  to  the actual 
effort than the estimates produced by 8 of the 11 groups of professional software 
developers.  This  shows  that  the  estimation  method  successfully  exploited  the 
information in the use case model, that is, the abstraction level of the use case model 
must have been fairly appropriate. The groups of experts, on the other hand, did not 
know exactly how to use the information in the use case model. They chose different 
estimation strategies leading to estimates of various precision. The results therefore 
support  the results  in  [3,12],  which indicate that  the use case points method may 
support  expert  knowledge  in  producing  accurate  estimates.  In  [3]  the  estimation 
method produced estimates that were almost as accurate as the estimates produced by 
experts.  In  the  study  reported  in  this  paper,  the  estimation  methods  were  more 
accurate than the groups. The results reported in [17] show that familiarity with the 
application domain and the technology is important to produce accurate estimates. An 
explanation  why  the  method performed better  in  this  study  may thus  be  that  the 
participants  in  this  study  on  average  were  less  experienced  with  the  application 
domain and the technology than the estimators in [3]. 
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5 Discussion of the Study

The author believes that the fact that the estimates were made by groups instead of 
individuals contributed to a realistic setting. In the actual organisation, estimates are 
usually made in groups, and the discussion between the three or four members of each 
group forced them to explain their individual estimates and correct each other. 

One may argue  that  15 minutes,  the  time available  for  estimation,  is  short  for 
producing a serious estimate. However, time constraints are common in studies of this 
kind, see for example the experiments reported in [15]. Note that in our study the 
participants spent quite a lot of time getting familiar with the requirements for the 
system to be constructed before the estimation was done. 

A challenge when evaluating the precision of an estimation method compared with 
expert  estimates  is  that  it  is  seldom  feasible  to  have  several  teams  of  software 
developers  developing the same system. This  was the case also in  this  study,  the 
estimators were asked to estimate how long they themselves would take to complete 
the system, but their estimates were compared with the time it took another team.

The actual effort spent on the development project used in this study was 24 person 
months. The claims for the use case points method made in this paper are therefore 
based on the assumption that the estimation groups also would have implemented this 
system in approximately 24 person months. There are, however, some threats to this 
assumption. For example, several of the groups suggested a team size smaller than the 
8 persons who were involved in the actual project. The team size may affect the effort 
of a project; typically a decrease in team size results in lower total effort. On the other 
hand, the participants in this study have less experience with this type of project and 
the technology used than the developers who implemented the project. This aspect 
makes it likely that they might have spent more time than the actual developers. 

The estimate of a software development project often impacts the actual effort [8]. 
For example, a development team may want to fulfil an estimate if there is a lack of 
time even  if  this  means  implementing  less  functionality  than  originally  specified. 
Therefore, if the actual effort for a project is very close to the estimated effort, this 
may not necessarily mean that the estimate was good [1]. 

The format and quality of the use case model may impact the estimates. In this 
study, only one use case model, described using one particular format, was used. We 
have, however, discussed how the format of the use case model impacts the estimates 
in a paper reporting three case studies on the use case points method [2]. There are 
various sets of guidelines on writing use cases, we have reported the results from an 
experiment evaluating how three different sets of guidelines affect the quality of the 
resulting use case model in [3].

6 Conclusions and Future Work

A study was conducted in a large international software development company with 
the aim of investigating how an estimation method based on use cases, the use case 
points method, performs compared with groups of experienced software developers. 

The use case points method produced estimates that were quite close to the actual 
effort spent on a development project. They were closer to the actual effort than most 
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of the estimates  produced by the groups of  professional  software developers.  The 
estimation method gave a best  estimate  with Magnitude  of  Relative Error  (MRE) 
equal to 0.21, while the Mean Magnitude of Relative Error (MMRE) for the estimates 
made by the groups of experts was 0.37.

This supports earlier results indicating that when a use case model for a project is 
available, the use case points method may support expert knowledge. The results also 
show that the combination of expert estimates and method based estimates may be 
particularly  beneficial  when  the  estimators  lack  specific  experience  with  the 
application domain and the technology to be used. 

We are now continuing this work by investigating how the use case points method 
performs on different types of projects, in particular regarding size and level of detail 
in the use case model, and we are cooperating with several companies in order to 
evaluate the method on projects from different companies. 

In parallel we are pursuing the work on how the use case points method best can be 
used in combination with expert knowledge. We are currently running a series of 
interviews  with  project  managers  in  a  particular  company.  The  aim  of  these 
interviews are  twofold;  to  determine in  what  situations they feel  the need for  the 
support of an estimation method, and to find which elements of their current, informal 
estimation  process  can  be  formalized  and  used  in  combination  with  the  use  case 
points method.

A controlled experiment is planned with professional software developers to assess 
whether the use case points method should be applied also when a detailed use case 
model is not available. The aim of the experiment will be to examine to what extent 
and under what conditions professional software developers can correctly identify the 
number of use cases and their complexity from a textual requirements specification. 
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Appendix A

Use Case id and name UC 001: Register new customer
Scope & Level Primary  use  case  for  system  for  shopping  through  the 

internet
Goal in context Register  a  new  customer  for  access  to  the  system  for 

shopping through the internet. 
Preconditions None
Primary actor Customer or call-centre operator
Secondary actors None
Main scenario 1. System prompts for customer post-code

2. Customer supplies post-code
3. System  determines  that  customer  is  within  the 

delivery area and prompts for customer details
4. Customer  supplies  name,  postal  address,  telephone 

number and e-mail address.
5. System stores  the details,  issues  a  unique  reference 

and confirms successful registration.
6. Use case ends successfully.

Alternatives 3a. Customer post-code is outside delivery area
3a1. System informs customer that they are outside the 

eligible area. 
3a2. Use case ends in failure.

5a. Customer already registered
5a1. System informs customer that  name and address 

are already registered.
5a2. Use Case ends in failure.

5b. Customer blacklisted
5b1.  System  informs  customer  that  registration  has 

been rejected. 
5b2. Use case ends in failure.

Variations If e-mail address is not supplied by the customer, a generic 
call-centre  e-mail  address  is  inserted  instead  as  a 
destination for order exception reports.
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